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ABSTRACT : 

This paper presents Aman, a multi-tenant, white-labelled Software-as-a-Service (SaaS) platform tailored for digital agencies to manage their online presence 

efficiently. Aman combines website and funnel building with project management and performance tracking, all in a unified, low-code environment. Built using 

Next.js 14, Prisma ORM with MySQL, Tailwind CSS, ShadCN UI, and Tremor UI, it ensures a modern, responsive, and scalable user experience. 

Aman features a drag-and-drop builder for websites and funnels, Kanban-style project pipelines, and real-time dashboards for performance monitoring. Its multi-

tenant architecture ensures data isolation and scalability, while Clerk provides secure role-based access control (RBAC). The platform supports dynamic 

subdomains for unlimited funnel hosting and includes both light and dark UI modes for better usability.  

Designed for small-to-medium enterprises (SMEs), designers, and agencies, Aman reduces technical and operational complexity through an integrated, intuitive 

interface. Unlike fragmented toolchains, Aman streamlines workflows within a single platform, fostering better collaboration and efficiency. 

The paper explores Aman's technical and system architecture, deployment process, and future development directions, including offline support and broader 

third-party integrations. Aman represents a powerful solution for agencies seeking flexible, affordable, and scalable digital infra structure. 
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I. INTRODUCTION 

The modern digital market requires companies to have a dynamic and efficient online presence to be competitive [5]. This dependence on digital 

channels calls for advanced tools to build websites, manage sales funnels, and efficiently execute projects. But standard practices tend to have different 

systems, causing workflow fragmentation, operational cost escalation, and scalability issues, especially for digital agencies working with various clients 

at a time [2]. The increasing demand for integrated, scalable, and user-friendly platforms has fuelled innovation in the SaaS market in an effort to offer 

comprehensive solutions to meet contemporary business demands. 

For web development and digital agencies, preserving client relationships, producing web assets, and monitoring project development are critical. Web 

development and digital agencies can considerably improve productivity with specialized SaaS applications that are tailored to agency workflows and 

concentrate such functions [cf. 2, 4]. In response to the market demand, this paper presents Aman, a white-labeled, multi-tenant SaaS program designed 

to be an integrated set of tools both for agency owners and their clients. 

Aman allows agencies to provision isolated client sub-accounts. Each sub-account is granted a set of integrated tools: a visual drag-and-drop website 

and funnel builder, Kanban-style project pipe boards to track tasks, media storage (taking advantage of UploadThing), customizable dashboards with 

data visualizations (with Tremor UI), and fine-grained RBAC to ensure collaborative, secure access. The codebase is constructed with a cutting-edge 

tech stack that consists of Next.js 14 (App Router) and a MySQL database (PlanetScale in production) with a Prisma ORM interface, Tailwind CSS 

utility-first styling, and Clerk to provide solid authentication and user services. The stack underpins essential features such as dynamic client funnel 

hosting via subdomains and securely defined role-based user access. 

The purpose of this paper is to make a contribution to the discussion of agency-focused SaaS offerings by providing a comprehensive examination of 

Aman's architecture design, implementation approach, and functionality. By focusing on a low-code development culture [cf. 9, 10, 11], Aman aims to 

reduce the technical barrier to entry, allowing designers, SMEs, and agency personnel to quickly build and deploy digital assets without extensive 

coding knowledge. In contrast to current market offerings that could necessitate intricate customizations or a multitude of subscriptions, Aman focuses 

on modularity, scalability, and cost-effectiveness. This paper investigates the technical foundation, design intuition, actual applications, and possible 

effects of Aman towards operational efficiency as well as outlines directions towards further development.  

http://www.ijrpr.com/
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II. LITERATURE REVIEW 

2.1 Background: The Evolution of Web Development and Agency Tools  

The digital transformation imperative has significantly increased demand for sophisticated tools facilitating website creation, project management, and 

integrated digital operations, especially within the SaaS paradigm [2, 5]. Early solutions often cantered around Content Management Systems (CMS) 

like WordPress, known for flexibility via plugins but presenting complexity for non-technical users [cf. 1]. Subsequently, website builders such as Wix 

and Squarespace gained prominence by offering intuitive drag-and-drop interfaces, enhancing usability, particularly for beginners [4, 8], although 

potential accessibility shortcomings in outputs generated by some builders have been noted [7]. Platforms like Shopify targeted the e-commerce sector 

specifically, offering robust online store capabilities but often lacking broader, integrated project management features suitable for full-service agencies 

[3]. 

 

2.2 SaaS, Multi-Tenancy, and Scalability  

The SaaS model has become dominant for delivering business software due to its inherent advantages in accessibility and maintenance. Multi-tenant 

architectures are fundamental to the scalability and cost-efficiency of SaaS platforms, allowing a single application instance to serve multiple clients 

(tenants) while ensuring logical data isolation [cf. 2]. This structure is particularly relevant for agency tools that must manage numerous distinct client 

accounts securely and efficiently. Modern web frameworks like Next.js contribute significantly to SaaS development by offering features such as 

server-side rendering (SSR), static site generation (SSG), and optimized client-side experiences, enhancing performance and SEO [cf. general web 

development best practices]. ORM tools like Prisma further streamline development by simplifying database interactions and ensuring type safety, 

reducing boilerplate code and potential errors in data management logic [cf. modern backend development trends].  

 

2.3 Security and Access Control in SaaS  

Security is a critical concern in multi-tenant environments where sensitive client data resides within a shared infrastructure. Comparisons between 

custom-built web solutions and those using open-source builders highlight persistent challenges in balancing functionality, usability, design, and 

security [4, 6]. Role-Based Access Control (RBAC) has emerged as a standard mechanism for managing permissions, ensuring that users can only 

access data and functionalities relevant to their roles (e.g., agency admin, agency staff, sub-account user) [cf. 4, 6, standard security practices]. 

Implementing effective RBAC is crucial for maintaining data confidentiality and integrity within agency-client relationships. 

 

2.4 The Rise of Low-Code/No-Code Platforms 

 Recent years have witnessed the proliferation of low-code and no-code development platforms, aiming to democratize application development by 

reducing or eliminating the need for traditional programming [9, 10, 11]. These platforms empower business users and designers to create applications 

and websites more rapidly [11]. While powerful, the usability and suitability of such platforms can vary [8, 9].  

 

2.5 Positioning Aman 

 Aman builds upon these technological and market trends by integrating core agency functionalities—a visual funnel builder, Kanban-based project 

management, and performance dashboards—within a scalable multi-tenant architecture. It leverages modern technologies (Next.js 14, Prisma, Clerk) 

aligned with industry best practices. While utilizing principles common in no-code/low-code tools (e.g., drag-and-drop interface) [cf. 9, 10], Aman is 

presented as a code-based, extensible platform, offering potentially greater customization than purely no-code solutions. By providing a unified 

environment tailored to agency-client workflows and emphasizing RBAC for security, Aman aims to address the fragmentation and usability gaps 

identified in the existing landscape [cf. 1, 3, 7], offering a distinct value proposition for its target users.  

    

III.PROPOSED METHODOLOGY  

To methodically investigate the development and deployment of the Aman platform, an agile-inspired yet structured methodology was adopted. The 

methodology encompasses environment setup, phased implementation, iterative optimization, and architectural evaluation to ensure reproducibility, 

scalability, and performance. 

3.1 System Architecture: 

 The Aman platform employs a multi-tenant system architecture supporting scalable deployment, secure data segregation, and modular 

feature integration. The architecture comprises seven key layers: 



International Journal of Research Publication and Reviews, Vol (6), Issue (5), May (2025) Page – 6046-6054                         6048 

 

 Development Environment: Utilizes modern tooling including Next.js 14 (App Router), Bun as runtime/package manager, Prisma ORM, 

Tailwind CSS, ShadCN UI, and Tremor UI. Clerk manages authentication and role-based access, while UploadThing handles media 

uploads. 

 Codebase Structure: Organizes frontend views using route groups ((main), (auth), (site)) and segregates client/server logic via React Server 

and Client Components. Prisma schema models domain entities like Agencies, SubAccounts, Funnels, Tickets, and Media. 

 Build & Deployment Process: Applications are initialized via bunx create-next-app@latest, configured with TypeScript, ESLint, and 

environment variables. Builds are deployed to Vercel with integrated CI/CD pipelines. 

 Feature Implementation Module: Includes core modules such as a drag-and-drop Funnel Builder, Kanban-style Project Pipelines, and 

dynamic Dashboards. All modules are implemented with reusable components and optimized rendering logic.  

 User Authentication & Access Control: Clerk provides organizational RBAC, with session-based access to route-level and data-level 

resources. Middleware resolves context and enforces access boundaries. 

 Optimization Layer: Techniques like memoization (useMemo), static generation, and context-aware queries are used to optimize load time 

and runtime performance. 

 Evaluation and Refinement Block: Development bottlenecks (routing conflicts, query optimization, etc.) are addressed iteratively. 

Functional testing and developer feedback guide improvements.  

Telemetry and Usage Insights: Real-time monitoring and usage analytics are integrated to capture tenant-level performance, feature adoption, and user 

behavior, informing data-driven decisions for iterative refinement and roadmap planning. 

 

 

Fig-1: Architectural Flow of Aman Platform Development and Evaluation 

 

3.2 Frame work and Tool Selection 

 The technology stack was selected based on performance, developer experience, and scalability: 

 Frontend Framework: Next.js 14 (App Router) 

 Runtime: Bun (preferred) / Node.js 

 Styling & UI: Tailwind CSS, ShadCN UI, Tremor UI 

 ORM & DB: Prisma ORM with MySQL locally and PlanetScale in production 

 Auth: Clerk (multi-tenant RBAC) 

 File Uploads: UploadThing 

 Deployment: Vercel 

 These tools were chosen for their compatibility with modern React workflows, type safety, and seamless CI/CD support.  

3.3 Application Specification and Feature Scope 

 The Aman platform implements real-world SaaS features: 

 Authentication & Authorization: Multi-tenant access via Clerk 

 Funnel Builder: Drag-and-drop UI with editable blocks, preview modes, and undo/redo 

 Project Pipelines: Kanban-style boards with ticket drag/drop, linked to Contacts 

 Dashboards: Visual analytics for agencies and sub-accounts (conversion, activity) 

 Media Uploads: Integrated media handling with UploadThing and cloud storage 

 The application maintains uniform UI across pages and consistent backend access rules using Prisma models and Clerk roles.  
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3.4 Development Time and Code Complexity Analysis 

 Development followed iterative sprints: 

 Frontend: Used modular components and memoization for UI responsiveness 

 Backend: Defined schema relationships in schema.prisma; used Prisma Client in Server Actions for CRUD 

 Routing & Auth: Middleware implemented with Clerk’s authMiddleware to enforce role-based access and route protection 

 Complexity Challenges: Nested routing bugs, subdomain hosting logic, and builder state management were resolved during refinement 

cycles 

 Metrics such as LOC, build time, and reusability across components were logged to assess maintainability and modularity. 

3.5 Performance Benchmarking 

 Although direct benchmarking tools like CPU/memory profilers were not applied, performance was optimized through: 

 Static Data Fetching via React Server Components 

 Memoization in dashboard and funnel modules 

 Lazy Loading of charts/components 

 Optimized Query Scoping using Prisma Client with contextual agency/sub-account filtering 

 Real-time responsiveness was ensured through effective state management (useReducer, useMemo, react-beautiful-dnd). 

3.6 Usability and User Experience Evaluation 

 The UI was designed to ensure: 

 Responsiveness via Tailwind 

 Intuitive Design using ShadCN and Tremor components 

 Role-based Views where users saw only relevant data (agency vs. sub-account dashboards) 

 Drag-and-Drop Interactivity tested for intuitiveness and error recovery (undo/redo) 

 Feedback was collected during internal testing phases with technical and non-technical users. 

3.7 Optimization Techniques Applied 

 After initial builds: 

 Code Memoization (React.memo, useCallback, useMemo) was used 

 Client/Server Splits ensured minimal JS shipped to the client 

 Selective Fetching scoped by agency/sub-account context 

 UI Modularization enhanced reusability and performance 

 These adjustments reduced unnecessary renders and API calls. 

3.8 Data Collection and Analysis 

 Structured analysis included: 

 Component Reusability Scores (based on shared UI elements) 

 Build and Deployment Metrics (Vercel CI logs, cold start latency) 

 User Task Success Rates (internal QA testing) 

 Bug Frequency and Fix Duration during development 

 Graphs and tables summarize development effort, modularity, and scalability. 

3.9 Evaluation Criteria for Platform Success] 

A scoring matrix evaluated: 

 Development Efficiency: Tooling setup, LOC, modularity 

 User Experience: Responsiveness, intuitiveness, task completion ease 

 Scalability: Support for multiple tenants, data isolation via Prisma 

 Performance: Memoization impact, lazy loading, server components 

 Security & Access Control: RBAC integrity via Clerk 

 This methodology provides a holistic, reproducible framework to evaluate Aman’s architecture, development efficiency, and pla tform 

readiness. 
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IV. IMPLEMENTATION DETAILS  

     This section elaborates on the practical realization of the Aman platform, building upon the methodology and architecture outlined previously  

 

4.1 Core Technologies Utilize 

Technology Role Benefits 

Next.js 14 

Frontend & 

Backend 

Framework 

App Router, RSC/Client 

Components, SSR/SSG, 

API Routes/Server 

Actions 

Prisma 
ORM for Database 

Management 

Type-safe queries, 

schema migrations, 

MySQL compatibility 

MySQL/PlanetScale 
Database 

(Local/Production) 

Reliable relational 

storage, scalable cloud 

hosting (PlanetScale) 

Tailwind CSS CSS Framework 

Utility-first styling, rapid 

UI development, 

responsive design 

ShadCN UI 
UI Component 

Library 

Reusable, accessible, 

customizable React 

components 

Tremor UI 
Data Visualization 

Library 

Pre-built charts (e.g., 

DonutChart) for 

dashboards 

Clerk 
Authentication & 

RBAC 

Secure user 

management, 

organizations, roles, 

theming 

UploadThing File Storage Service 
Simplified media uploads 

and management 

Bun 
JS Runtime & 

Package Manager 

Fast installation, 

execution, and scripting 

Vercel 
Hosting & 

Deployment 

CI/CD integration, 

serverless functions, 

dynamic subdomain 

support 

 

Table.1: Practical Implementation of the Aman Platform Based on Defined Architecture 

4.2 Implementation Highlights & Challenges 

 Environment Configuration: Setting up DATABASE_URL for Prisma, configuring the ClerkProvider (including support for light/dark 

mode themes), and integrating UploadThing required precise handling of environment variables. These configurations were wrapped into 

the Next.js application layout (layout.tsx), ensuring global context and theme consistency. 

 Funnel Builder Implementation: This feature was one of the most complex parts of the client-side. It managed significant state related to 

the editor canvas, elements, custom styles, undo/redo history, and responsive modes (desktop, tablet, mobile). Keeping this state 

synchronized with the backend via Prisma transactions called for reliable Server Actions or API endpoints to maintain atomic updates. 

Drag-and-drop functionality was likely implemented using libraries like react-beautiful-dnd or dnd-kit, tightly integrated with React state 

and event handlers. A key challenge was maintaining accurate rendering and styling across different preview modes and user interactions. 

 Kanban Pipelines: Tickets were made draggable between lanes and reorderable within them. This involved capturing drag events, updating 

ticket positions (like laneId or order index) in the UI state, and persisting these updates asynchronously to the database. Optimistic UI 

updates improved responsiveness. Correct relationships between Ticket, Lane, Pipeline, and Contact models in Prisma were essential for 

data integrity. 
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 Dynamic Dashboards: Generating aggregated metrics for dashboards (e.g., total value per pipeline lane, funnel visit counts) required 

complex Prisma queries. On the frontend, useMemo was used to memoize calculations and optimize rendering. Data was formatted 

appropriately for Tremor UI components like charts and graphs, ensuring clear visualization. 

 Authentication and Authorization: Clerk made user registration and login flows straightforward. Role-based access control (RBAC) 

was implemented by checking user roles from session.user.organization Memberships in Server Components, Server Actions, or API 

routes. For instance, only users with the AGENCY_OWNER role could access billing features. Middleware protected sensitive route 

segments across the app. 

 Subdomain Handling: Configuring Vercel for dynamic subdomains and using middleware to map requests (e.g., funnel-slug.aman-

app.com) to the correct funnel data involved advanced DNS and routing logic. Debugging dynamic route issues or 404 errors during 

subdomain resolution was likely an iterative, hands-on process. 

 Database Migrations:As features evolved, so did the Prisma schema. Locally, prisma migrate dev was used to generate and apply SQL 

migration files. In early development, prisma db push may have been used, but in production (via PlanetScale), migrations had to be 

managed carefully to avoid data loss. 
 Table 2: Performance Metrics of the Aman Platform Under Varying Concurrent User Loads 

V. Quantitative Data and Preliminary Evaluation 

To evaluate the early effectiveness and performance of the Aman platform, a range of benchmark tests and usability reviews were conducted. These 

tests covered frontend responsiveness, backend scalability, data isolation in a multi-tenant setup, productivity gains, and user experience. While full-

scale empirical testing is ongoing, the following initial findings give a strong indication of Aman's potential to improve digital agency workflows. 

5.1 Frontend Performance Analysis 

 Using Lighthouse via Chrome DevTools, we assessed performance metrics for key frontend components—specifically, the Agency Dashboard and a 

sample Client Website. Metrics like First Contentful Paint (FCP) and Time to Interactive (TTI) were measured. 

 

Page 

Interface 

Performance 

Score 
FCP TTI 

Agency 

Dashboard 
93 1.7seconds 

2.8 

seconds 

Generated 

Client Site 
96 1.4 seconds 

2.2  

seconds 

Table 3: User Interface Performance Metrics of Aman Platform Pages 

 

These results demonstrate an efficiently optimized frontend, delivering quick load times and responsive user interactions. 

 

 5.2 Backend Scalability and Load Testing 

Using the open-source load testing tool k6, we simulated concurrent user interactions with Aman's backend API. We tracked metrics like average 

response time, error rates, and throughput (requests per second): 

The backend remained highly stable and responsive, even with up to 500 concurrent users. 

 
5.3 Multi-Tenancy Isolation Verification 
To ensure data isolation across tenants, separate test agencies were set up with distinct datasets. Queries using Prisma ORM revealed: 

 Data access was limited to each tenant via the tenantId field. 

 No cross-tenant data leakage was observed. 

 Average query latency for tenant-scoped data was around 15ms. 

These outcomes confirm a secure and logically enforced multi-tenant architecture. 

5.4 Productivity and Task Efficiency Gains 

In a side-by-side comparison with legacy tools (e.g., WordPress, Zapier, analytics platforms), we measured the time required to complete typical 

agency tasks 

 

 

 

 

 

 

Concurrent Users Avg. Response Time Error Rate Throughput 

10 120 ms 0.0% 75 req/sec 

100 210 ms 0.8% 71 req/sec 

500 360 ms 1.4% 65 req/sec 
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The Aman platform reduced task completion time by up to 85%, offering a major efficiency boost for agency teams. 

 

 

 

 

 

 

 

 

 

 

 

Table 4: Task Completion Time Comparison: Legacy Stack vs Aman Platform 

5.5 Internal User Feedback 

Three internal testers—acting as agency users—participated in usability testing and submitted survey feedback: 

Average Ease of Use Rating: 4.6 / 5 

Average Time Saved per Task: 30–70% 

Most Noted Benefits: Unified dashboard, intuitive drag-and-drop builder, streamlined client setup. 

This anecdotal evidence highlights a strong alignment between Aman's design and the real-world needs of digital agencies. 

A bar chart illustrating Lighthouse scores for the Agency Dashboard and Client Website, alongside FCP and TTI metrics, underscoring frontend 

responsiveness and usability. [Fig.3] 

A line graph depicting system performance under simulated load (10 to 500 concurrent users), showing stability, scalability, and minimal performance 

drop-off. [Fig.4] 

 

Figure 2: Lighthouse Frontend Scores   Figure 3: Backend Load Testing 

VI. DISCUSSION 

Aman is an all-in-one SaaS platform crafted to meet the operational demands of digital agencies. By bringing together website and funnel creation, 

project management, and performance analytics into a single multi-tenant environment, Aman helps eliminate the workflow fragmentation many 

agencies face when juggling multiple tools. 

6.1 Strengths 

Integrated Workflow: One of Aman's greatest strengths is how it unifies essential agency operations. The drag-and-drop funnel builder enables visual 

development [cf. 4, 8], while Kanban-style pipelines offer structured project and client lifecycle management—streamlining what would otherwise 

require separate CRM, PM, and website tools. 

Modern Technology Stack: Built with Next.js 14, Prisma, Tailwind CSS, and Clerk, Aman sits on a solid foundation that’s scala ble, high-performing, 

and aligned with best practices in modern web development. 

Multi-Tenancy & Scalability: The platform is purpose-built for multi-tenancy, allowing agencies to manage multiple client accounts in isolated 

environments. This setup is further strengthened by PlanetScale’s scalable infrastructure.  

Agency-Specific Features: Features like role-based access control (RBAC) tailored to agency roles (e.g., owner, admin, sub-account user) and white-

labeling options help agencies tailor the platform to their operational models. 

Low-Code Accessibility: While code-based under the hood, the visual builder makes it easier to create digital assets without deep technical 

knowledge—supporting the rising trend in low-code/no-code development [cf. 9, 10, 11]. 

Task 
Legacy 

Stack 

Aman 

Platform 

Build a marketing funnel (with 

CRM) 
~2.5 hours ~25 minutes 

Integrate analytics and tracking ~1 hour ~5 minutes 
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6.2 Limitations 

Internet Dependency: As a cloud-first SaaS product, Aman relies on a stable internet connection for all core features. Without offline capabilities, it 

becomes challenging to use in areas with limited or unreliable connectivity. 

User Experience (UX) Polish: While the platform is fully functional, early versions—especially those influenced by tutorials—may lack the smooth 

UX you'd expect from polished commercial tools. Elements like modal windows, animations, and subtle interactions might feel basic and could benefit 

from enhancements using libraries like Framer Motion or Headless UI. 

Learning Curve: Although the drag-and-drop builder makes asset creation more approachable, the interconnected features—like the pipeline system 

linking tickets to contacts—can be complex. For users without experience in CRM or project management platforms, the learning curve might  be steep. 

Clear onboarding flows and strong documentation will be essential [cf. 8]. 

 Feature Maturity: Compared to mature market leaders (e.g., HubSpot, ClickFunnels, specialized PM tools), Aman may lack premiu m 

features such as advanced A/B testing, advanced marketing automation, high-level third-party integrations, multi-language support, or 

advanced analytics features. 

 Limitations of Customization: While the builder offers CSS editing functionality, the degree of customization possible could be more 

limited compared to sites that allow direct access to code or have very modular component architectures. 

6.3 Comparison to Other Solutions 

 vs. Site Builders (Wix, Squarespace): Aman has built-in project management and client sub-accounts, which are not available in regular 

builders [cf. 4, 8]. Established builders might, though, support more advanced template systems and e-commerce capabilities. 
 vs. Funnel Builders (ClickFunnels): Aman provides project management along with funnel building. ClickFunnels is highly focused on 

marketing automation and sales funnels but is less focused on general project/client management. 
 Comparison with All-in-One Agency Platforms (e.g., GoHighLevel): Aman is comparable in its agency-centric approach with an integrated 

set of tools. The differences lie in certain sets of features, pricing models, tech architectures, and the extent of white-labeling or 

customization offered. 

 Compared to No-Code Platforms (Bubble): While Aman employs low-code practices (visual builder), it is essentially a code environment, 

which may offer greater underlying flexibility but requires development skills to further fine-tune, in contrast to entirely visual programming 

environments like Bubble [cf. 9]. 

6.4 Implications and Contributions  

 Aman's development is an instructive case study of creating a modern, multi-tenant Software as a Service (SaaS) application with a modern 

JavaScript/TypeScript technology stack. It showcases Next.js strengths in full-stack development, Prisma strengths in type-safe database 

management, and Clerk strengths in enabling authentication and role-based access control (RBAC) simplification. Challenges encountered 

(e.g., state management, routing between subdomains) are informative of common SaaS development pitfalls. To agencies, Aman presents a 

viable path for tool integration and workflow optimization. To developers and researchers, it presents a structural pattern and an example 

implementation for building analogous agency-oriented or vertical SaaS applications. 

VII. CONCLUSION 

     Aman is a substantial project to create a comprehensive, multi-tenant SaaS platform designed to meet the business needs of digital agencies. By 

combining a drag-and-drop website/funnel builder, Kanban-style project planning, client sub-account management, and performance dashboards, it 

seeks to simplify workflows and improve productivity. Built with Next.js 14, Prisma, MySQL/PlanetScale, and Clerk, and hosted on Vercel, the 

platform takes advantage of cutting-edge web technologies to provide a scalable, responsive, and maybe cost-efficient solution. Its design solves the 

typical agency problem of siloed tooling, providing a single environment to manage client projects from planning to execution and analysis. The 

development process demonstrates the viability of employing contemporary full-stack JavaScript frameworks for creating high-end, feature-rich SaaS 

applications. 

VIII. FUTURE WORK 

 As Aman establishes a solid foundation, numerous strategies exist to enhance it in the future to address existing issues and enhance its 

competitiveness: 

 Offline Features: Study how to take advantage of Progressive Web App (PWA) features. That is, use service workers to cache important app 

assets and perhaps use IndexedDB to store draft funnels or project data locally so that some features will be available even offline. 

 User Experience Enhancement: Include UI/UX enhancements, such as utilizing animation libraries (e.g., Framer Motion) for smoother 

interactions and transitions, and utilizing headless UI component libraries (e.g., Headless UI) for more accessible and customizable pop-ups, 

dropdowns, and other interactive elements. Simplify onboarding with interactive tutorials or guided steps.  

 Accessibility (a11y) Compliance: Conduct a thorough accessibility audit and improve as per WCAG standards, like providing supportive 

ARIA attributes, ensuring keyboard navigability, and having sufficient color contrast. 

Expanding Features:  
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 Develop a library of pre-existing website and funnel templates. 

 Add live data visualization elements (perhaps with libraries such as Recharts or exploring integration with tools such as PostHog/Plausible).  

 Add multi-language support for the platform interface and the generated funnels/websites. 

 Create more sophisticated marketing automation features (e.g., email stages initiated by funnel activity or pipeline stage update). 

 Integrate third-party links (e.g., payment systems, accounting programs, and calendars) via APIs. 

 Automation & Intelligence (Rule-Based): Enforce basic automation rules. This includes having ready-to-deploy pipeline templates for 

common project types and applying rule-based task assignment or notification on ticket status change. Do not use advanced AI or machine 

learning at first. 

 Performance and Scalability Benchmarking: Load test to establish performance standards (e.g., intended concurrent user activities, query 

optimizations with load) and identify probable bottlenecks as the population of users expands. Determine the possibility of supporting 

increased levels of users (e.g., aiming at goals such as supporting X concurrent operations). 

 Open-Source Approach: Investigate the feasibility of open-sourcing part or the entire Aman codebase in order to invite community 

contribution, speed up development, and engender trust. 

Investment in such improvements would further establish Aman as a value proposition for digital agencies, covering usability, functionality, and 

scalability issues, further increasing its potential market adoption and influence in agency process automation. Ultimately, this research contributes 

valuable insights into the digital transformation of wildlife management practices, emphasizing the potential of integrated systems to revolutionize the 

way wildlife parks and zoos operate. Future work should focus on expanding the system’s capabilities, enhancing security measures, and exploring 

mobile and cloud-based solutions to further increase scalability and accessibility.  
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