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A B S T R A C T 

The demand on software is actually high. Therefore, companies need to focus on the art of programming. The idea of treating the development of programs as an 

act of engineering is currently interesting, even if it is a bit unpopular today. In this context, platforms play a central role. In the past multiple best practices 

became formulated which aim facilitate the collaboration between software developers. This paper aims on reviewing the best practices and challenges today in 

order to elaborate the potentials of platforms to decrease costs in software development. 
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Introduction 

In order to evaluate the potentials that could be offered by platforms on modern software engineering, the evolution of software engineering has to be 

analyzed. The current art of software development is a critical success factor in multiple companies. Especially the speed of the software development 

determines its success Herbsleb, Mockus, Finholt, and Grinter (2001). Obviously, the popularity of the software industry increased (Kumar, Ji, Sethi, & 

Yeh, 2007, p. 133) together with an increased demand for software solutions Ruiz, Ramos, and Toro (2006). Multiple IT-Solutions will be produced, 

not only in the software industry. IT-Solutions been developed are programs as well as scripts, websites, workflows, configurations and so on. All these 

IT-Solutions are the outcome of a production process. 

The production of software is, as explained by Saleem and Burney, “one of the profitable and demanding best ventures of business globally since the 

last five decades” (Saleem & Burney, 2019, p. 145). In order to develop software in an productive manner, the production became treated as an 

engineering discipline, called software engineering Sommerville (2016). By using the practices of software engineering, companies seek to improve the 

correctness and efficiency of the development (Heaton & Carver, 2015, p. 2). Especially the reduction of the delivery time is important as requirements 

frequently change (Schmidt, Lyytinen, Keil, &Cule, 2001, p. 19). In the last few years, the way, how software is developed, has been changed 

dramatically. However, looking on the way of building IT-Solutions as an act of production is already not attractive (Herzwurm, Mellis, &Schmolling, 

1994, p. 18). Herzwurm, Mellis and Schmolling argued in 1994 that viewing on the development of software as a production does not lead to further 

insights on how the productivity could be increased (Herzwurm et al., 1994, p. 18). Heaton and Carver argued in 2015 that there is still a potential for 

increased use of the practices of software engineering in order to improve its productivity (Heaton & Carver, 2015, p. 2). Often the development 

process is seen as a creative act. Of course, development requires creativity. However, in order to develop IT-Solutions successfully, the producer needs 

to work efficiently and planned. Like the construction of a building or a machinery, the construction of software requires a smart plan too. Different 

parts of the software need to be developed in a defined order. Furthermore, within the construction of components, the developers need to think about 

possible axis of change (Fayad& Cline, 1996, p. 59) . Customers demanding a solution for their specific problem (Balzert, 2008, p. 157). Compared to 

other sectors, in the software development low thresholds (Porter (1985)) make it easy for competitors to enter the market (Balzert, 2008, p. 185). Even 

complex software solutions could be recreated by low-cost competitors (Balzert, 2008, p. 185). The objective of this paper is to elaborate the potential 

benefits, offered by platforms on software engineering. 

Related Work 

A manager for software development needs to make sure that its production is economically (Balzert, 2008, p. 148). The attractiveness of a software 

product will increase if more customers use the product von Engelhardt (2006). The ability of software to be recombined is an advantage in the 

production (von Engelhardt, 2006, p. 17). Software development has the image to be too slow, creating too little quality and to be too expensive 

(Armour, 2014, p. 42). The risk to exceed the scheduled budget and time frame arises in practice regularly (Cusumano, 1989, p. 2). Project managers 

struggle to assess the progression of a software development (Balzert, 2008, p. 37). Developers risk enriching their developed functions (Balzert, 2008, 

p. 17). Sometimes, software developers being in enamored to their source code, spending too much time to bring their outcome to perfection, even if it 

is subsidiary (Balzert, 2008, p. 207). Limitations, like high costs, intellectual property rights or standards give competitive advantages for companies 
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(Carr, 2003, p. 6). If there exists a software solution which fulfils a specific need, it is often cheaper to buy it rather then developing a new solution 

(Carr, 2003, p. 8). The optimism of programmers has an impact on their estimation (Brooks, 1995, p. 17). To employ unproductive staff is unfair 

towards the productive staff, because they need to rescue where the unproductive failed (Balzert, 2008, p. 93). Plewan and Poensgen criticize the 

software industry to lack on general accepted methods and best practices (Plewan&Poensgen, 2011, p. 17). In order to be a professional discipline, the 

software industry (1.) needs to have uniform best practices and methods, (2.) needs to obtain reliable results in a good quality, (3.) have admitted values 

(code of ethics) and (4.) needs to have standards that define the skills, required by professionals (Plewan&Poensgen, 2011, p. 17). The software 

industry struggles on multiple software developers, setting up their own standards Putnam (1978). The increased demand of users for software 

functionality pressurizes software producers (Boehm &Papaccio, 1988, p. 1465 - 1466). In order to successful realize software projects, software 

developers and business experts needs to understand each other Heise, Strecker, Frank, and Jung (2008). Business process reengineering cause 

obstacles, that has to be managed, in order to be successful (Hammer &Champy, 1993, p. 212). As Putnam explained, the development could be views 

on the basis of a life cycle pattern Putnam (1977). Each software manager has to manage an area of conflict that consists of time, quality, costs and 

complexity (Balzert, 2008, p. 212). Like classical manufacturing seeks to improve the productivity, viewing software development as an engineering 

discipline leads the focus on the question, how to increase the productivity with regard to input and output Lu06]. The competition in the software 

market forces software producers to deliver more functionality faster to the customers Kumar et al. (2007). If this pressure leads to less profit, e.g. 

because the more functionality was delivered in an unproductive manner, the software producer would fail Kumar et al. (2007). 

Method 

In order to determine the potentials of platforms in software-engineering, we first need a collection of today’s challenges. These challenges come from 

new requirements, that has to be solved by software development project. The next step is to determine the current setting of best practices, used in 

software engineering. Next to the programming, software producers have to analyze and design software solutions (Balzert, 2008, p. 21). Beyond the 

development of new software solutions, software producers have to maintain the existing systems. Within this maintenance, software systems become 

changed, in order to solve bugs or to fulfill change requests (Sommerville, 2016, p. 270). In order to be useful, the specification documents need to have 

a clear structure, to be precise and unambiguous in their description, to be complete and to be adaptable (Pohl & Rupp, 2015, p. 45 f.). Within the 

development, the software producer has to use best practices in programming. These best practices seek to improve the maintainability of a program. 

 

Figure 1: Illustration of the method, own illustration created with Microsoft Visio (2021) 

Figure 1 illustrates the procedure which will be used in this work. The derivation of cost potentials based on logical assumptions. The basis of these 

assumptions is an analysis of the state of the research and experience from practice. 

Results 

In economy, multiple companies use platforms in order to decrease their costs. Decreasing costs is always a powerful motivation for using new 

technologies. The potentials offered by platforms to decrease the costs result mainly from reasons displayed in figure 2. 
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Figure 2: Illustration of cost effects, own illustration created with Microsoft Word (2019) 

In economy, collaborative platforms are implemented in order to simplify the communication between a supplier and its client Lindquist, Berglund, and 

Johannesson (2008). As displayed in figure 3 this effect plays an important role in software engineering too. Collaborative platforms, described by 

Lindquist et al. (2008), allow to shift the effort, which is necessary to enter, transform and to submit data between different partners in the supply chain. 

In the context of software engineering, they offer the potential to simplify the communication in requirements engineering. For example, companies 

build platforms, that allow their suppliers to enter detailed information about products, tasks, orders or requests Lindquist et al. (2008). This allows 

companies, which have a strong market position, to shift their internal effort to their suppliers. 

Furthermore, the use of platforms decreases the operational costs. By using a standard platform, multiple companies save capital (invested working 

hours, hardware capacity etc.). In general, Stefanou confirms the potential of decreasing costs by the use of a common IT-Architecture (Stefanou, 2001, 

p. 210). This is a powerful reason for using cloud services. As shown in figure 3, the integration of cloud native aspects may facilitate the construction 

of software architectures. By using a standard platform, the user does not have to set up his own platform. As McKeen explained, the costs of 

maintenance could consume the whole budget (McKeen & Smith, 2012, p. 73). Synergetic effects allow the reusage of standard software components, 

which are a part of the platform and share the invested labor on a wide range of clients / users. This simplifies maintenance, too. Additionally, in the 

field of software engineering, where 80 percent of the costs come from human resources (Hu, Plant, & Hertz, 1998, p. 149), less effort directly 

decreases the costs. 

Platforms offer a strong potential to standardize procedures. Figure 3 shows the benefits of platforms on the development and the deployment of 

software products. The usage of a common software interface aligns all users to follow the same process. For example, the use of Microsoft DevOps 

(n.d.), as a standard platform in software development, facilitates all developers to follow the same development procedure. Software producers have 

the possibility to customize their platform, in order to make sure that individual processes will be followed. A unique platform simplifies the 

onboarding of people. This leads to a decrease of training costs. 

 

Figure 3: Contribution of platforms to achieve cost benefits in software production, own illustration created with Microsoft Visio (2021) 

In total, platforms have an impact on the cost situation of companies. By using platforms, companies have a possibility to decrease their costs. 

However, it is important that the architecture of the platform is valid, in order to realize sustainable benefits Lindquist et al. (2008). 



International Journal of Research Publication and Reviews, Vol 5, no 7, pp 2380-2384 July 20242383 

 

 

Conclusion 

The discipline of software engineering requires the collaboration of different stakeholders like software developers, the exchange of information 

between these stakeholders and the management of the production process. platforms offer a strong potential to decrease costs, especially for 

information interchange. In the context of software engineering, the usage of platforms could be beneficial to decrease the development costs. 

In further investigations, the potentials of platforms for software-engineering on the process controlling might be an interesting topic. In order to 

optimize processes and to its outcome, business uses and analyzes data. Platforms offer a central possibility, to collect and manage date on the software 

development and to simplify the collaboration. Data analytic projects seek to answer questions on the basis of existing data material, to improve 

decision making. Decision making is driven by data analytics. Modern business needs to get the right information at the right moment to choose 

between multiple alternative decision options. However, before the management needs to decide, the circumstances of a decision are unknown, in some 

part. 
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