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ABSTRACT : 

UART (Universal Asynchronous Transceiver) is a serial communication protocol mainly used for short-distance, low-speed, and low-cost data exchange. We 

don't need all the functions of UART, we just integrate its core. The UART consists of three main modules of baud rate generator, receiver, and transmitter. 

UART implemented in VHDL language can be integrated into FPGA to realize compact, stable, and reliable data transmission. This is very important for the 

design of the SOC. Simulation results with Quartos II are fully compatible with the UART protocol. 
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Introduction 

Serial communication is a way of transmitting data between two devices one bit at a time over a single communication line. It  is commonly used in 

microcontrollers, embedded systems, and other electronic devices. 

Serial communication can be either synchronous or asynchronous. In synchronous communication, the transmitter and receiver are synchronized using 

a clock signal, while in asynchronous communication, no clock signal is used. Instead, the data is transmitted as a series of bits, with each byte being 

preceded by a start bit and followed by one or more stop bits. 

There are several types of serial communication protocols, including UART, SPI (Serial Peripheral Interface), and I2C (Inter-Integrated Circuit). Each 

protocol has its own set of advantages and disadvantages, and the choice of protocol depends on the specific requirements of the application. 

Serial communication has several advantages over parallel communication, including the use of fewer communication lines, the ability to transmit data 

over longer distances, and the ability to transfer data at different speeds. However, it can be slower than parallel communication for large amounts of 

data. 

Overall, serial communication is a widely used and versatile method of transmitting data between electronic devices. 

There are several types of serial communication protocols, including: 

1. UART (Universal Asynchronous Receiver-Transmitter): As described earlier, UART is a type of asynchronous communication that is 

commonly used in microcontrollers and other embedded systems. 

2. SPI (Serial Peripheral Interface): SPI is a synchronous communication protocol that is used for short-distance communication between 

microcontrollers and other devices such as sensors, displays, and memory chips. It uses four lines for communication: a clock line, a data 

line, and two control lines. 

3. I2C (Inter-Integrated Circuit): I2C is a synchronous communication protocol that is used for communication between microcontrollers and 

other devices such as sensors and memory chips. It uses two lines for communication: a clock line and a data line. 

4. CAN (Controller Area Network): CAN is a protocol used for communication between microcontrollers and other devices over long 

distances, such as in automotive and industrial applications. It is a synchronous communication protocol that uses differential signaling for 

noise immunity. 

5. USB (Universal Serial Bus): USB is a popular protocol used for communication between computers and other devices such as printers, 

cameras, and external hard drives. It is a complex protocol that supports both synchronous and asynchronous communication and uses 

multiple lines for communication. 

These are some of the commonly used serial communication protocols, each with its own set of advantages and disadvantages, and the choice of 

protocol depends on the specific requirements of the application. 

UART (Universal Asynchronous Receiver-Transmitter) is a type of serial communication interface that is commonly used in microcontrollers and other 

embedded systems. It allows for the transmission and reception of data between two devices, such as a microcontroller and a computer, over a single 

communication line. 

UART is called "asynchronous" because it does not use a clock signal to synchronize the communication between the devices. Instead, it relies on the 

use of start and stop bits to mark the beginning and end of each data byte. The baud rate, or the rate at which data is transmitted, is specified in bits per 

second (bps). 

http://www.ijrpr.com/
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UART typically uses two data lines, one for transmitting data (TX) and one for receiving data (RX). The data is transmitted as a series of bits, typically 

8 bits per byte, and may also include parity and/or a stop bit. The receiver uses the start and stop bits to identify the boundaries of each byte and then 

converts the data into a format that can be processed by the receiving device. 

UART is widely used in embedded systems due to its simplicity, low cost, and low power consumption. It is often used for communication between a 

microcontroller and other peripherals such as sensors, displays, and other microcontrollers. 
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Fig. 1. UART Frame Format 

LITERATURE REVIEW : 

Related Works 

This paper [9] tries to make a design demonstrated into VHDL that means to test UART communication protocols ability of being demonstrated and 

stable. The paper delivers an overview of the use of the protocol.  

In the meantime, this paper [10] efforts to design and synthesis an UART block protocol communication. The research in this paper applies the Baud 

Rate Generator, Transmitter, and Receiver Modules. 

In the paper [11], the investigation makes a design that can run SPI communication protocol in FPGA. The paper also defines how Clock Polarity and 

Phase which is a mode that can be used for synchronization between master and slave. The paper describes the port description used both on SPI Master 

and SPI Slave.  

In the paper "SPI Execution on FPGA" [12], the study also tried to implement SPI communication protocol on FPGA. In the projected architectural 

design, the project uses registers on SPI Master and SPI Slave. Also in this architectural design is the use of Clock Generator.  

Serial Peripheral Interface 

In its implementation, the SPI protocol uses two modules, Master and Slave [12]. This communication protocol requires 3+N paths where the number 

of N depends on the number of slaves. The paths are MISO, MOSI, SCLK, and SS [13]. 1) Architecture of SPI: SPI communication protocol has three 

important parts that are Clock Generator, Master Module, and Slave Module. In Fig. 1, the master has three output paths that are MOSI, SS, and SCLK. 

MOSI is used by the master to send data to the slave by making the slave select value go to the low. The slave module has an output of only 1, MISO. 

The path is used for the slave to provide data according to the speed given by the Slave Clock of the master. 2) Timing Diagram of SPI: SPI 

communication protocol has several modes. In Fig. 2, there are four applicable models [12]. 

 

• Model 0  

Model 0 it uses CPOL = 0 and CPHA = 0. In this mode, SCK starts with a low state. The data will be captured when the clock rises (low to high 

transition) and data will be received when the clock drops (high to low transition).  

• Model 1 

Model 1 it uses CPOL = 0 and CPHA = 1. In this mode, SCK starts with a low state. The data will be captured when the clock drops (high to low 

transition) and the data will be increased as the clock rises.  

• Model 2 Model 2 is using CPOL = 1 and CPHA = 0. In this mode, SCK starts with a high state. The data will be captured when the clock rises (low to 

high transition) and data will be received when the clock drops (high to low transition). 

 • Model 3 Model 3 it uses CPOL = 1 and CPHA = 1. In this mode, SCK starts with a high state. The data will be captured when the clock rises (low to 

high transition) and data will be received when the clock drops. 

Universal Asynchronous Receiver-Transmitter (UART) 

It is the protocol for communicating that has asynchronous characters [9] [14]. It also could communicate in full-duplex, which will be used in data 

communications and control systems [9]. This protocol has two signal paths that is RXD and TXD for full-duplex communication [9]. 
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Fig. 2. Architecture SPI. 

 

Fig. 3. Timing diagram SPI 

Architecture of UART: UART communication protocol has three important parts, those are transmitter and receiver modules and Baud Rate generator 

as shown in Fig. 3.  

• Baud Rate Generator  

It has function as clock divider. There are two factors affecting the baud rate frequency such as clock of the clock oscillator and baud requests [9]. The 

purpose of using a baud rate generator is to speed up the asynchronous serial data [9] [10].  

• Receiver Module 

 The receiver Module is responsible for receiving data from RXD input pins. In the process, the displacement from signal 1 to 0 means the beginning of 

the reception of data [10] [9]. • Transmitter Module 

 The function of the Transmitter Module is to change from parallel to serial data, adding some bits to data for controlling purpose [10] [9].  

 

Timing Diagram of UART: UART communication protocol has a timing diagram as in Fig. 4. 

 

Fig. 4 indicates that idle state is high or 1, when there is a displacement of signal 1 to 0, it can be said as the start bit, and after that the data is 

beginning to be delivered to up to 8 bits. After the 8 bits data has been sent, the last bit is the stop bit which indicates that the data has been 

read and then the signal will come back to idle or become a high signal. 

III. METHODOLOGY AND SYSTEM DESIGN 

Methodology 

The methodology of the analysis and implementation of this communication protocol cover the design of architecture and communication protocols and 

how the communication protocol verification tests have been implemented towards the FPGA. 

The design of the communication protocol is a process design block that will be required in accordance with the 
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Fig. 4 Architecture UART. 
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Fig. 5 Timing diagram UART 

 

Standard provisions of the communication block and then the design with VHDL. After the design is finished, the next step is synthesizing the design. 

After completion of verification, it is then applied to the FPGA. Then the verification of the communication protocol, it will be done by communicating 

with Raspberry Pi. 

        1) Designing Architecture of Communication Protocol Design: In the Design of this Communication Protocol, communication protocols will be 

built, designed, and implemented towards the FPGA. The task of designing is to design a protocol to have standardized communication validation. The 

block design is built on the design and communication protocols. 

      2) Designing Architecture of Communication Protocol Verification: Verification of this communication protocol is a way used to know whether the 

design built on the FPGA can run on a standard communication protocol. This section uses Raspberry Pi hardware as the equipment that verifies it.  

IV. CONCLUSION AND FUTURE SCOPE 

Conclusion. 

UART communication protocol plays a vital role in the field of serial communication. Because of its simple design and less wiring. It is also very 

famous because it is very easy to implement in any hardware either via software or hardware. 

It’s also very easy for programmers to implement because of its simple design protocol. In the available UART protocol, the suggested implementation 

will increase the communication speed and make UART for fast communication with available resources. The speed can be increased min of 1.22 times 

of available speed. That reduces the use of SPI which is a complex communication protocol as well as requires 4- wire to communicate. 

Future Scope. 

Serial communication is the backbone of a communication system because of its less no of required hardware and long-distance communication 

protocol. 

Since serial communication sends the data in series it requires only a single line which reduces the cost of hardware. It also reduces the maintenance 

cost. 

In serial communication, it is very easy to find errors in transmission lines because of less no wiring. 

The Suggested Hybrid UART will increase the speed of UART communication protocol and increase the usability of UART. 

In the Future speed of data, transmission is very important. So it is very essential to increase the speed of available serial communication protocol. 
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