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ABSTRACT—  

The challenge of query execution in MySQL involves the efficient and accurate processing of SQL queries to retrieve, manipulate, and store data in a database. It 

requires optimizing the query execution plan, identifying and resolving performance issues, and ensuring data integrity and security. The challenge lies in 

balancing the trade-offs between query complexity, database size, system resources, and user requirements. Choosing the right approach depends on the specific 

characteristics of the data and workload. Therefore, in this paper, we have applied various techniques to get optimized results. 
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I. Query Optimization 

Query optimization refers to the process of improving the performance and efficiency of a database system when executing a query. It involves 

analyzing and restructuring the query to reduce the amount of time and resources required to retrieve, manipulate, and store data. The goal of query 

optimization is to produce the same result set as the original query, but with faster execution time and minimal resource utilization. This is achieved by 

selecting the optimal query execution plan, which involves considering factors such as table access methods, join algorithms, and index usage. In short, 

query optimization is about making queries run faster and consume fewer resources without changing the results they produce. 

II. Problem statement 

To generate an optimized MySQL query fulfilling the below requirements: 

A. Database and Schema structure 

The database should be configured standardly with InnoDB engine, while table structure can contain at least ten columns with different data types and 

around 5-6 million of records. The initial schema structure is depicted in ―Tab.1‖. 

B. Result requirements 

● At least two ‗WHERE‘ conditions with the ‗AND‘ operator should be satisfied 

● The fetched result should be sorted with any column. 

● The required number of columns to be selected can be less than six.  

● Selected results should be feasible of pagination i.e., limit along with a very variable offset should be applied. 

https://doi.org/10.55248/gengpi.234.4.36035


International Journal of Research Publication and Reviews, Vol 4, no 4, pp 2564-2571 April 2023                                    2565 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

III. Literature review 

Query Optimization In MySQL Database Using Index[10] 

The findings of this study revealed that the quality of the database design has a substantial influence on the quality of the information system. Even 

after a system has been in use for some time, a programmer could forget to optimize a MySQL query, even if optimization is crucial owing to the 

enormous amount of data. MySQL's index function for tables helps to speed up database searches. Alternatively, the index, built at random and in large 

quantities, would slow down database access if it did not serve the user's needs and interests. So, it is crucial to go over the instructions and conduct a 

rigorous examination before creating a database index. 

A Study on Join Operations in MongoDB Preserving Collections Data Models[1] 

According to this report, there is currently an enormous amount of data that needs to be processed and stored online. High volume, high velocity, and 

high variety characterize this data. As a result, NoSQL data storage alternatives have begun to be taken into account by software developers. Operations 

that are straightforward in traditional Relational Database Management Systems (DBMSs) might, however, become rather challenging with NoSQL 

DBMSs. Several NoSQL databases do not explicitly support the join operation, which connects two or more DB structures. As a result, changing the 

data model or taking a number of steps is required to respond to particular data queries. They provided a technique for carrying out join operations in 

MongoDB at the application layer, allowing us to specifically maintain data models. They assessed the performance of the suggested method and 

compared the extra overhead to SQL-like databases. 

Join Query Processing in Data Quality Management [12] 

Here, the observation was that the Management of data quality is the key issue facing information systems. Joins on large-scale data are a fundamental 

component of data quality management, and they are crucial to ‗document clustering‘. A programming approach called MapReduce is frequently used 

to process enormous amounts of data. The framework allows for the implementation of numerous tasks, including machine learning and search engine 

data processing. Nevertheless, current implementations do not allow join operations in an efficient manner. 

Performance Impact of Optimization Methods on MySQL Document-Based and Relational Databases [3] 

In this study, various strategies for enhancing the database structure and queries were applied to two popular open-source database management 

systems—MySQL as a relational DBMS and document-based MySQL as a non-relational DBMS. The primary objective of the study was to examine 

and contrast how the suggested optimization approaches affect each specific DBMS when handling CRUD (CREATE, READ, UPDATE, DELETE) 

queries. The analysis and performance assessment of CRUD activities for different data quantities were carried out using a case study testing 

architecture built on Java. The results show how much the recommended optimization strategies enhanced application performance for both databases; 

on the basis of these, a complete analysis and a number of recommendations are made to support a particular course of action. 
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IV. Conventional practices 

Optimizing a SELECT query involves analyzing and improving the query execution plan to retrieve the required data with minimal time and resource 

utilization. Some of the common conventional practices to optimize a SELECT query are as follows: 

Use Indexes 

Indexes help to speed up the data retrieval process by allowing the database to quickly locate the required data. Ensure that the columns used in the 

WHERE and JOIN clauses are indexed. 

Use LIMIT clause 

The LIMIT clause helps to reduce the number of rows returned by the query, thus reducing the processing time and resource consumption. It is 

especially useful when dealing with large tables. 

Avoid using SELECT * 

Only select the required columns instead of selecting all columns in the table. This reduces the amount of data retrieved and processed, leading to faster 

execution time. 

Use subqueries 

Only select the required columns instead of selecting all columns in the table. This reduces the amount of data retrieved and processed, leading to faster 

execution time. 

Use caching 

Caching the query results can help to avoid repeated execution of the query, thus reducing the processing time and resource utilization 

Optimize table structure 

Normalizing the table structure, partitioning large tables, and using appropriate data types can help to improve the query performance. 

Analyze query performance 

Use tools such as ‗EXPLAIN‘ to analyze the query execution plan and identify areas that need optimization. 

V. Optimization using conventional methods 

So the example of the initial query for the above requirements can be framed as – 

“SELECT * FROM table_name WHERE `column1`="value1" AND `column2`="value2" ORDER BY column9”  (1) 

The above query executed well but the problem that arose is the slower fetch time as the number of records is very high fetching the results is very slow 

with any optimization technique. So, we will apply optimizations one by one and analyse:  

Not using SELECT *  

Since we do not require every column to be fetched, we can specify the exact columns to be fetched. Suppose we required only – columns3, columns4, 

column5 and columns6. So, the optimized query can be: 

SELECT column3,column4,column5,column6 FROM table_name WHERE `column1` = "value1" AND `column2` = "value2" ORDER BY column6”(2) 

The above query resulted in less fetch time and execution time because of the decrease in the required data. 

Still, the optimization is not sufficient so we need to move further. 

Use LIMIT clause 

Since we required the result for pagination, fetching all the results at one time is a waste of resources. Suppose we need the 400th page with 25results 

each, the optimized query with limit and offset can be:  

―SELECT column3,column4,column5,column6 FROM table_name WHERE `column1` = "value1" AND `column2` = "value2" ORDER BY column6 

LIMIT 25 OFFSET 9975‖ (3) 
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Use Indexes 

Since we are applying the ‗WHERE‘ condition on the ‗column‘ and ‗column2‘‗ORDER BY‘ sort on ‗column9‘. We can create an index on the above-

mentioned columns for faster search. The query will remain the same. 
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UsingSubquery 

We can get the same result using subquery also, the query formed will be: 

“SELECT column3,column4,column5,column6 FROM table_name WHERE id IN (SELECT id FROM table_name WHERE `column1` = "value1" AND 

`column2` = "value2") LIMIT 25 OFFSET 9975”   (4) 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

VI. Optimization Using Self-Join 

Conventionally a join operation is considered as expensive in terms of using resources but in this case even after trying various approaches the 

execution and fetching time of the query is not sufficient. 

But now using self-join along with the above technique instead of a subquery, both the execution and fetching time reduces significantly. The reason 

for the decrease in execution time is due to mapping only the selected ‗id‘ in the final selection of the result without having to iterate throughout the 

unwanted results. The query can be framed as: 

―SELECT A.column3,A.column4,A.column5,A.column6 FROM (SELECT id FROM table_name WHERE `column1` = "value1" AND `column2` = 

"value2" LIMIT 25 OFFSET 9975) B JOIN table_name A ON A.id = B.id”       (5) 
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VII. RESULT ANALYSIS  

After successfully executing the all above gradually optimized MySQL queries, the following result is listed  in the table given below: 

 

 

 

 

 

 

 

 

 

 

 

 

The results can be depicted graphically as depicted below: 

Fig.1: Relationship of queries with Fetch time 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

It can be clearly observed in Fig.1 that fetch time reduced significantly since Query III, after applying the LIMIT operation. It happened because the 

LIMIT operation restricts the number of rows returned by the query. By returning a smaller subset of rows, the database engine can avoid the need to 

process and return the entire result set, which can be a time-consuming and resource-intensive operation. 

When a query without the LIMIT operation is executed, the database engine needs to retrieve and process all matching rows in the table(s) before 

returning the result set. This can take a significant amount of time and consume a large number of resources, especially when dealing with large tables 

or complex queries. However, when the same query is executed with the LIMIT operation, the database engine only needs to retrieve and process a 

limited number of rows specified by the LIMIT value. This results in a faster fetch time and reduced resource consumption, as the database engine can 

stop processing and returning rows once the LIMIT value is reached. 

From Fig.2, it can be observed that the execution time is reducing gradually operation by operation but while executing Query V i.e. with Self-join, 

Execution time reduces significantly executing the query in less than a second. 
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Fig2: relationship of queries with fetch time 

 

 

 

 

 

 

 

 

 

 

 

 

 

In conclusion, optimizing the data-reading process can improve the performance of retrieving rows from a database table. However, other factors such 

as the size of the database, indexing, network latency, and server load can also affect the performance of retrieving rows. Therefore, it is important to 

consider these factors when optimizing the data-reading process and writing efficient queries. In the case of LIMIT queries, limiting the number of 

rows returned can significantly reduce the amount of data that needs to be processed, which can help to improve performance. 

VIII. CONCLUSION 

In conclusion, self-join is a powerful technique that can be used to optimize MySQL queries that involve the same table multiple times. By using self-

join, you can avoid the need to create temporary tables or use subqueries, which can lead to slower query performance and higher resource utilization. 

When using self-join, it is important to consider the query design and optimize the query execution plan to minimize the number of rows and columns 

processed. This can be achieved by properly indexing the tables, selecting the appropriate join type, and limiting the number of rows returned using the 

WHERE clause. 

Self-join can also be used in conjunction with other optimization techniques such as query caching, query tuning, and partitioning to further improve 

query performance and scalability. 

Overall, self-join is a valuable tool in the MySQL optimization toolbox that can help improve query performance and reduce resource utilization, but it 

should be used judiciously and in conjunction with other optimization techniques to achieve the best results. 
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